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# 

# 

# Version Control

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Version | Changes | Author | Date | Comments |
| 1 | Initial | @joseph.rifkin @david.he | 4/3/20 |  |
| 2 |  |  |  |  |
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React Native Complete Block and Application

### Getting Started

The first step is to starting the block development is to make sure you have the following prerequisite tools.

### Prerequisites

#### Homebrew

|  |
| --- |
| $ **/bin/bash -c "$(curl -fsSL https://raw.githubusercontent.com/Homebrew/install/master/install.sh)"** |

#### Git

|  |
| --- |
| $ brew install git |

#### Node

|  |
| --- |
| $ brew install node |

#### Yarn

|  |
| --- |
| $ brew install -g yarn |

### 

#### Watchman

|  |
| --- |
| $ brew install watchman |

### 

#### ReactNative

|  |
| --- |
| $ sudo npm install -g react-native-cli |

#### JDK 13 & JDK 11

|  |
| --- |
| $ brew tap homebrew/cask-versions $ brew cask install java $ brew cask install java11 $ brew cask install java13 |

#### Android Studio

<https://developer.android.com/studio/install.html>

#### XCode

<https://itunes.apple.com/us/app/xcode/id497799835?mt=12>

#### **Android** **SDK**

|  |
| --- |
| $ brew cask install android-sdk |

#### XCode Command Line Tools

|  |
| --- |
| $ xcode-select --install |

|  |
| --- |
| $ sudo gem install cocoapods |

### 

### Recommend Tools

#### SourceTree

<https://www.sourcetreeapp.com/>

#### Postman

<https://www.postman.com/>

#### Visual Studio Code (or your IDE of choice)

<https://code.visualstudio.com/>

### Building Blocks Process

Block Requirements will contain a [branch] for the Block Developer

|  |
| --- |
| $ git clone -b [branch] git@gitlab.builder.ai:builder/builder-bx/Bx/blocks/react-native/development/react-native-master-app/boiler-plate.git --recursive |

|  |
| --- |
| $ cd boiler-plate && yarn |

### React Native Application Process

Project Requirements will contain a [branch] and repo locations for Project

|  |
| --- |
| $ git clone -b [branch] PROJECT\_REPO --recursive |

|  |
| --- |
| $ cd PROJECT\_REPO\_NAME && yarn |

(Example of E2E Application From Blocks: <https://docs.google.com/document/d/1tBl1l2SIAC9pSPlG4jyvdVlcDEH-K6Mt7oYaRs0gTYo/edit> **)**

### Running React Native Build Blocks Application

#### Web

|  |
| --- |
| $ yarn workspace web start |

#### iOS

|  |
| --- |
| $ cd packages/mobile/ios && pod install && cd ../../../ && npx react-native bundle --entry-file ./packages/mobile/index.js --platform ios --dev true --bundle-output ./packages/mobile/ios/main.jsbundle --assets-dest ios && yarn ios |

#### Android

|  |
| --- |
| $ export JAVA\_HOME=`/usr/libexec/java\_home -v 11`; java -version; export ANDROID\_HOME=${HOME}/Library/Android/sdk; export PATH=${PATH}:${ANDROID\_HOME}/emulator; yarn android |

### Run Release and Generate iOS and Android Apps

#### Web

|  |
| --- |
| $ yarn workspace web build |

#### iOS

|  |
| --- |
| $ cd packages/mobile/ios && pod install && cd ../../../ && npx react-native bundle --entry-file ./packages/mobile/index.js --platform ios --dev true --bundle-output ./packages/mobile/ios/main.jsbundle --assets-dest ios && yarn xcode |

<https://developer.apple.com/documentation/xcode/preparing_your_app_for_distribution>

#### Android

|  |
| --- |
| $ export JAVA\_HOME=`/usr/libexec/java\_home -v 11`; java -version; export ANDROID\_HOME=${HOME}/Library/Android/sdk; export PATH=${PATH}:${ANDROID\_HOME}/emulator; cd packages/mobile/android; ./gradlew assembleRelease |

### 

### 

### Adding node packages

Navigate to platform specific package.json containing folder

Common - Node Packages

|  |
| --- |
| ./ |

Mobile - Node Packages Only Used for Mobile

|  |
| --- |
| ./packages/mobile |

Web - Node Packages Only Used for Web

|  |
| --- |
| ./packages/web |

|  |
| --- |
| $ npm install [package\_name] --save |

OR

|  |
| --- |
| $ npm install [package\_name] --save-dev |

Navigate to the project root

|  |
| --- |
| $ yarn |

|  |
| --- |
| $ cd packages/mobile/ios && pod install && cd ../../../ |

* Update packages/web/config-overdies.js(See Appendix)
* Follow Android Linking Instruction from package
* Perform any platform specific link required

### 

### Analytics

#### Web

Update values in packages/web/src/App.js

const firebaseAPI = firebase.initializeApp({

apiKey: "AIzaSyDgl9aTbKMdRZ9-ijSZRionh3V591gMJl4",

authDomain: "rnmasterapp-c11e9.firebaseapp.com",

databaseURL: "https://rnmasterapp-c11e9.firebaseio.com",

projectId: "rnmasterapp-c11e9",

storageBucket: "rnmasterapp-c11e9.appspot.com",

messagingSenderId: "649592030497",

appId: "1:649592030497:web:7728bee3f2baef208daa60",

measurementId: "G-FYBCF3Z2W3"

});

#### Mobile

See platform specific configurations (<https://firebase.google.com/docs/analytics>)

### Development Files Rules

* Start with common **Web & Mobile** Component Controller and Component View using react-native and js
* If there is a layout only issue use **Web & Mobile** Component Controller + **Mobile** and **Web** Component Views
* Last if there is a truly unique **Web** or **Mobile** only dependency (ie. Facebook/Google Log In) create **Mobile** and **Web** (ReactNative/JS/ReactJS) Component Controller + **Mobile** and **Web** (ReactNative/JS/ReactJS) Component Views
* If there is unique code other than styles needed for **iOS** vs **Android** then a Component will be created and placed under **./packages/component**
* **Styles** should be use react-native Platform.OS

#### Project Structure

|  |
| --- |
| Project Root ├── packages  ├── blocks  ├── components  ├── src  ├── framework  ├── package.json  ├── src  ├── Blocks  ├── Messages  ├── mobile  ├── package.json  ├── App.tsx  ├── index.js  ├── ios  ├── android  ├── web  ├── package.json  ├── config-overrides.js  ├── src  ├── App.ts  ├── inex.js |
|  |

#### Block Code Structure View vs. Controller

|  |
| --- |
| Block ├── src  ├── BlockScreenController.tsx  ├── BlockScreen.tsx  ├── config.tsx  ├── assets |

BlockScreenController

* Inherits from BlockComponent<Props,S,SS>
  + Contains Block Logic

BlockScreen

* Inherits from BlockScreenController
  + Implements Component Render Method

config.tsx

* Block Text
* Block End-points
* Block Asset Objects

#### Block Inheritance Hierarchy

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8/AwAI/AL+eMSysAAAAABJRU5ErkJggg==)

#### Git branch repo

* dev
* stg
* prod
* features/[Ticket #]
* bugs/[Ticket #]
* tasks/[Ticket #]

#### React Native Routers File Extension Convention

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Web & Mobile Shared** | **Mobile** | **Web** | **iOS** | **Android** |
| Block.js | Block.js | Block.web.js | Component.ios.js | Component.android.js |
| Block.ts | Block.ts | Block.web.js | Component.ios.js | Component.android.js |
| Block.tsx | Block.tsx | Block.web.js | Component.ios.js | Component.android.js |

#### Building Blocks Framework Reference and Examples

##### React Native Mono Repo Architecture

<https://github.com/brunolemos/react-native-web-monorepo>

##### 

##### RunEngine

Debug Logs

|  |
| --- |
| runEngine.debugLog("Message", OBJECT); |

How to send RunEngine Message

|  |
| --- |
| const msg = new Message(getName(MessageEnum.CountryCodeMessage)); runEngine.sendMessage(getName(MessageEnum.CountryCodeMessage), msg); |

##### Messages

###### Create RunEngine Message

|  |
| --- |
| const msg: Message = new Message(getName(MessageEnum.NavigationNewPasswordMessage));  msg.addData(getName(MessageEnum.NavigationPropsMessage), this.props);  this.send(msg); |

###### Get data from a RunEngine Message

|  |
| --- |
| var navProps = message.getData(getName(MessageEnum.NavigationPropsMessage)); |

###### Add data to a RunEngine Message

|  |
| --- |
| requestMessage.addData(  getName(MessageEnum.RestAPIResponceEndPointMessage),  loginAPiEndPoint  ); |

##### BlockComponent



###### Register for a RunEngine Message

|  |
| --- |
| constructor(props: Props) {  super(props);  //onUnMount will unsubscribe from this.subScribedMessages  this.subScribedMessages = [  getName(MessageEnum.RestAPIResponceMessage),  getName(MessageEnum.NavigationPayLoadMessage)  ];  this.receive = this.receive.bind(this);  runEngine.attachBuildingBlock(this, this.subScribedMessages); } |

###### Receive a RunEngine Message

|  |
| --- |
| async receive(from: string, message: Message) { } |

###### Show Alert Modal

|  |
| --- |
| showAlert(error: string, btnPositiveText?: string, btnPositiveMessage?: Message, btnNegativeText?: string, btnNegativeMessage?: Message,btnNeutralText?: string, btnNeutralMessage?: Message) |

###### Helpers

|  |
| --- |
| isPlatformWeb() isPlatformiOS() isPlatformAndroid() |

##### 

##### Rest Client Block

* Listens for *RestAPIRequsetMessage*
* Preforms API calls
* Provides an automatic response with *RestAPIResponseDataMessage*

|  |
| --- |
| private constructor() {  super();  runEngine.attachBuildingBlock(this as IBlock, [  getName(MessageEnum.RestAPIRequestMessage)  ]);  }   async receive(from: string, message: Message) {  } |

#### 

###### Example Api Call Request

|  |
| --- |
| async doEmailLogIn() {   if (  this.state.email == null ||  this.state.email.length == 0 ||  !this.emailReg.test(this.state.email)  ) {  this.showAlert("Error", errorEmailNotValid);  return;  }   if (this.state.password == null || this.state.password.length == 0) {  this.showAlert("Error", errorPasswordNotValid);  return;  }   const header = {  "Content-Type": loginApiContentType  };   const attrs = {  email: this.state.email,  password: this.state.password  };   const data = {  type: "email\_account",  attributes: attrs  };   const httpBody = {  data: data  };   const requestMessage = new Message(getName(MessageEnum.RestAPIRequestMessage));   this.apiEmailLoginCallId = requestMessage.messageId;  requestMessage.addData(  getName(MessageEnum.RestAPIResponceEndPointMessage),  loginAPiEndPoint  );   requestMessage.addData(  getName(MessageEnum.RestAPIRequestHeaderMessage),  JSON.stringify(header)  );   requestMessage.addData(  getName(MessageEnum.RestAPIRequestBodyMessage),  JSON.stringify(httpBody)  );   requestMessage.addData(getName(MessageEnum.RestAPIRequestMethodMessage), loginAPiMethod);   runEngine.sendMessage(requestMessage.id, requestMessage);  } |

|  |
| --- |
| async makeApiPostCall(  uniqueApiCallId: string,  endpoint: string,  headers: string,  body: string  ) {  let apiResponseMessage = new Message(  getName(MessageEnum.RestAPIResponceMessage)  );  apiResponseMessage.addData(  getName(MessageEnum.RestAPIResponceDataMessage),  uniqueApiCallId  );   try {  const response = await fetch(endpoint, {  method: 'POST',  headers: JSON.parse(headers),  body  });   const responseJson = await response.json();   // setting Response  apiResponseMessage.addData(  getName(MessageEnum.RestAPIResponceSuccessMessage),  responseJson  );  } catch (error) {  runEngine.debugLog('RestApiClient Error', error);  apiResponseMessage.addData(  getName(MessageEnum.RestAPIResponceErrorMessage),  'An error has occuured. Please try again later.'  );  }   if (this.props) {  apiResponseMessage.addData(  getName(MessageEnum.NavigationPropsMessage),  this.props  );  }   this.send(apiResponseMessage);  } |

|  |
| --- |
| async receive(from: String, message: Message) {    if (  getName(MessageEnum.RestAPIResponceMessage) === message.id &&  this.anExampleCallID != null &&  this.anExampleCallID === message.getData(getName(MessageEnum.RestAPIResponceDataMessage))  ) {   var responseJson = message.getData(  getName(MessageEnum.RestAPIResponceSuccessMessage)  );    if ( responseJson !== undefined && responseJson?.errors === undefined) {  // you have response   } else {  var errorReponse = message.getData(  getName(MessageEnum.RestAPIResponceErrorMessage)  );    this.parseApiCatchErrorResponse(errorReponse);  }    } } |

##### Navigation Block

* Listens for *NavigationMessage* and *NavigationPropsMessage*
* Preforms Stack Navigation
* Provides method to send RunEngine Messages process on componentWillMount

|  |
| --- |
| **constructor(props: Props = { navigation: null }) {  super(props);  this.receive = this.receive.bind(this);  runEngine.attachBuildingBlock(this as IBlock, [  getName(MessageEnum.NavigationMessage),  getName(MessageEnum.NavigationPropsMessage)  ]);  }   async receive(from: string, message: Message) {  }** |

##### Adapters

* Bridge between Blocks
* Listens for messages of Type A and Converts to Message Type B

Example:

|  |
| --- |
| enum MessageEnum {  NavigationEmailLogInMessage, } |

|  |
| --- |
| import { v4 as uuidv4 } from 'uuid'; import { runEngine } from '../../../framework/src/RunEngine'; import { IBlock } from '../../../framework/src/IBlock'; import { Message } from '../../../framework/src/Message'; import MessageEnum, {  getName } from '../../../framework/src/Messages/MessageEnum';  export default class EmailAccountLogInAdapter {  send: (message: Message) => void;   constructor() {  const blockId = uuidv4();  this.send = message => runEngine.sendMessage(blockId, message);  runEngine.attachBuildingBlock(this as IBlock, [  getName(MessageEnum.NavigationEmailLogInMessage)  ]);  }   convert = (from: Message): Message => {  const to = new Message(getName(MessageEnum.NavigationMessage));   to.addData(  getName(MessageEnum.NavigationTargetMessage),  'EmailAccountLogin'  );   to.addData(  getName(MessageEnum.NavigationPropsMessage),  from.getData(getName(MessageEnum.NavigationPropsMessage))  );   return to;  };   receive(from: string, message: Message): void {  this.send(this.convert(message));  } } |

|  |
| --- |
| **import EmailAccountLogInAdapter from '../../blocks/adapters/src/EmailAccountLogInAdapter';** |

|  |
| --- |
| **const emailAccountLogInAdapter = new EmailAccountLogInAdapter();** |

|  |
| --- |
| **goToEmailLogin() {  const msg: Message = new Message(getName(MessageEnum.NavigationEmailLogInMessage));  msg.addData(  getName(MessageEnum.NavigationPropsMessage),  this.props  )  this.send(msg)  }** |

### 

###### Example Basic Adapter

|  |
| --- |
| import { v4 as uuidv4 } from 'uuid'; import { runEngine } from '../../../framework/src/RunEngine'; import { IBlock } from '../../../framework/src/IBlock'; import { Message } from '../../../framework/src/Message'; import MessageEnum, {  getName } from '../../../framework/src/Messages/MessageEnum';  export default class HomeScreenAdapter {  send: (message: Message) => void;   constructor() {  const blockId = uuidv4();  this.send = message => runEngine.sendMessage(blockId, message);  runEngine.attachBuildingBlock(this as IBlock, [  getName(MessageEnum.NavigationHomeScreenMessage)  ]);  }   convert = (from: Message): Message => {  const to = new Message(getName(MessageEnum.NavigationMessage));  to.addData(getName(MessageEnum.NavigationTargetMessage), 'Home');  to.addData(  getName(MessageEnum.NavigationPropsMessage),  from.getData(getName(MessageEnum.NavigationPropsMessage))  );   return to;  };   receive(from: string, message: Message): void {  this.send(this.convert(message));  } } |

###### Example Adapter w/ Data Passed w/ Navigation

|  |
| --- |
| import { v4 as uuidv4 } from 'uuid'; import { runEngine } from '../../../framework/src/RunEngine'; import { IBlock } from '../../../framework/src/IBlock'; import { Message } from '../../../framework/src/Message'; import MessageEnum, {  getName } from '../../../framework/src/Messages/MessageEnum';  export default class InfoPageAdapter {  send: (message: Message) => void;   constructor() {  const blockId = uuidv4();  this.send = message => runEngine.sendMessage(blockId, message);  runEngine.attachBuildingBlock(this as IBlock, [  getName(MessageEnum.NavigationInfoPageMessage),  getName(MessageEnum.AccoutResgistrationSuccess),  getName(MessageEnum.AccoutLoginSuccess)  ]);  }   convert = (from: Message): Message => {  let title = from.getData(getName(MessageEnum.InfoPageTitleMessage));  let body = from.getData(getName(MessageEnum.InfoPageBodyMessage));  let buttonText = from.getData(  getName(MessageEnum.InfoPageButtonTextMessage)  );  let navigationBarTitle = from.getData(  getName(MessageEnum.NavigationScreenNameMessage)  );  let buttonNavigationMessage = from.getData(  getName(MessageEnum.NavigationRaiseMessage)  );   if (from.id === getName(MessageEnum.AccoutResgistrationSuccess)) {  title = 'Account Creation';  body = 'Account was successfully created.';  buttonText = 'Ok';  navigationBarTitle = 'Account Creation';  buttonNavigationMessage = new Message(  getName(MessageEnum.NavigationHomeScreenMessage)  );  } else if (from.id === getName(MessageEnum.AccoutLoginSuccess)) {  title = 'Account Login';  body = 'Account was successfully logged in.';  buttonText = 'Ok';  navigationBarTitle = 'Account Login';  buttonNavigationMessage = new Message(  getName(MessageEnum.NavigationHomeScreenMessage)  );  }   const to = new Message(getName(MessageEnum.NavigationMessage));  to.addData(getName(MessageEnum.NavigationTargetMessage), 'InfoPage');   to.addData(  getName(MessageEnum.NavigationPropsMessage),  from.getData(getName(MessageEnum.NavigationPropsMessage))  );   to.addData(  getName(MessageEnum.NavigationScreenNameMessage),  navigationBarTitle  );   const raiseMessage: Message = new Message(  getName(MessageEnum.NavigationPayLoadMessage)  );  raiseMessage.addData(getName(MessageEnum.InfoPageTitleMessage), title);  raiseMessage.addData(getName(MessageEnum.InfoPageBodyMessage), body);  raiseMessage.addData(  getName(MessageEnum.InfoPageButtonTextMessage),  buttonText  );   buttonNavigationMessage.addData(  getName(MessageEnum.NavigationPropsMessage),  from.getData(getName(MessageEnum.NavigationPropsMessage))  );   raiseMessage.addData(  getName(MessageEnum.InfoPageNavigationScreenMessage),  buttonNavigationMessage  );   to.addData(getName(MessageEnum.NavigationRaiseMessage), raiseMessage);   return to;  };   receive(from: string, message: Message): void {  this.send(this.convert(message));  } } |

##### Component vs Block

|  |
| --- |
| import React, { Component } from "react"; import { StyleSheet, View } from "react-native"; import { SearchBar } from "react-native-elements";  interface Props {  containerStyle: any;  placeholder: any;  lightTheme: boolean;  round: boolean;  showLoading: boolean;  onChangeText: any;  autoCorrect: any;  autoFocus: any;  value: any; }  interface S {  containerStyle: any;  placeholder: any;  lightTheme: boolean;  round: boolean;  showLoading: boolean;  onChangeText: any;  autoCorrect: any;  autoFocus: any;  value: any; } export default class GenericSearch extends Component <Props, S> {  constructor(props: Props) {  super(props);  this.state = {  containerStyle: props.containerStyle,  placeholder: props.placeholder,  lightTheme: props.lightTheme,  round: props.round,  showLoading: props.showLoading,  onChangeText: props.onChangeText,  autoCorrect: props.autoCorrect,  autoFocus: props.autoFocus,  value: props.value  };  }  render() {  return(  <View style = {styles.container}>  <SearchBar  containerStyle={this.props.containerStyle}  placeholder={this.props.placeholder}  lightTheme={this.props.lightTheme}  round={this.props.round}  onChangeText={text => this.props.onChangeText(text) }  autoCorrect={this.props.autoCorrect}  autoFocus={this.props.autoFocus}  value={this.props.value}  showLoading={this.props.showLoading}  />  </View>  )  } } |

|  |
| --- |
| //@ts-ignore import GenericSearch from "../../../../components/src/GenericSearch" |

|  |
| --- |
| renderHeaderSearchBarWithCancelButton = () => {  return (  <View style={styles.searchBarViewStyle}>  <**GenericSearch**  containerStyle={styles.searchBarStyleWithCancelButton}  placeholder="Search a place"  lightTheme  round  onChangeText={(text: string) => this.makeGooglePlaceRequest(text)}  autoCorrect={false}  autoFocus={true}  value={this.state.searchBarTextValue}  showLoading={false}  />  <**TouchableOpacity** style={styles.cancelButtonStyle} onPress={() => this.cancelButtonTapped(this.state.isGenericSearchActive)} >  <**Text** style={styles.cancelLabelStyle}>Cancel</**Text**>  </**TouchableOpacity**>  </**View**>  );  }; |

#### Mobile Route Map

See EXAMPLE adding Component to Route Maps

|  |
| --- |
| // App.tsx - MOBILE  import React from 'react';  import {  createStackNavigator } from "react-navigation";  import HomeScreen from "../components/src/HomeScreen"; import InfoPage from '../blocks/info-page/src/InfoPageBlock'  ***import COMPONET\_EXPORTS from 'COMPONET\_PATH'***  const HomeStack = createStackNavigator({  Home: { screen: HomeScreen, navigationOptions: { header: null, title: "Home" } },  InfoPage: { screen: InfoPage, navigationOptions: { title: "Info" } },  ***RouteName: { screen: COMPONET\_EXPORT, navigationOptions: { title: SCREEN\_TITLE }***  });   export function App() {  return (  <**HomeStack** />  ); }; |

##### Web Route Map and webpack

See EXAMPLE adding Component to Route Maps

|  |
| --- |
| // App.js - WEB import React, { Component } from "react"; import { View } from "react-native"; import firebase from 'firebase' import { connect } from 'react-firebase'  import WebRoutesGenerator from "../../components/src/NativeWebRouteWrapper"; import { ModalContainer } from "react-router-modal"; import HomeScreen from "../../components/src/HomeScreen"; import TopNav from "../../components/src/TopNav";  import InfoPage from '../../blocks/info-page/src/InfoPageBlock' import AlertBlock from '../../blocks/alert/src/AlertBlock.web'  ***import COMPONET\_EXPORTS from 'COMPONET\_PATH***  const routeMap = {  Home: {  component: HomeScreen,  path: '/',  exact: true  },  InfoPage: {  component: InfoPage,  path: '/InfoPage'  },   AlertWeb: {  component: AlertBlock,  path: "\*/AlertWeb",  modal: true  },  AlertWeb: {  component: AlertBlock,  path: "\*/AlertWeb",  modal: true  },  ***RouteName: {***  *component****: COMPONET\_EXPORT,***  *path****: “URL”***  ***}***  };  const firebaseAPI = firebase.initializeApp({  apiKey: "AIzaSyDgl9aTbKMdRZ9-ijSZRionh3V591gMJl4",  authDomain: "rnmasterapp-c11e9.firebaseapp.com",  databaseURL: "https://rnmasterapp-c11e9.firebaseio.com",  projectId: "rnmasterapp-c11e9",  storageBucket: "rnmasterapp-c11e9.appspot.com",  messagingSenderId: "649592030497",  appId: "1:649592030497:web:7728bee3f2baef208daa60",  measurementId: "G-FYBCF3Z2W3" });  class App extends Component {    render() {   const defaultAnalytics = firebaseAPI.analytics();  defaultAnalytics.logEvent('APP\_Loaded');    return (  <**View** style={{ height: '100vh', width: '100vw' }}>  <**TopNav** />  {WebRoutesGenerator({ routeMap })}  <**ModalContainer** />  </**View**>  );  } }  export default App; |

##### See EXAMPLE adding Component to webpack

|  |
| --- |
| // App.js - WEB  const fs = require('fs') const path = require('path') const webpack = require('webpack')  const appDirectory = fs.realpathSync(process.cwd()) // config-overrides.js - WEB  const resolveApp = relativePath => path.resolve(appDirectory, relativePath)  //MARK::Add Web Blocks const appIncludes = [  resolveApp('src'),  resolveApp('../components/src'),  resolveApp('../framework/src'),  resolveApp('../../node\_modules/react-native-elements'),  resolveApp('../../node\_modules/react-native-vector-icons'),  resolveApp('../../node\_modules/react-native-ratings'),  resolveApp('../../node\_modules/react-native-image-picker'),  resolveApp('../../node\_modules/react-native-check-box'),  resolveApp('../blocks/restClient/src'),  resolveApp('../blocks/alert/src'),  resolveApp('../blocks/adapters/src'),  resolveApp('../blocks/info-page/src'),  ***resolveApp('COMPONET\_PATH')***  ]  module.exports = function override(config, env) {  // allow importing from outside of src folder  config.resolve.plugins = config.resolve.plugins.filter(  plugin => plugin.constructor.name !== 'ModuleScopePlugin'  )  config.module.rules[0].include = appIncludes  config.module.rules[1] = null  config.module.rules[2].oneOf[1].include = appIncludes  config.module.rules[2].oneOf[1].options.plugins = [  require.resolve('babel-plugin-react-native-web'),  ].concat(config.module.rules[2].oneOf[1].options.plugins)  config.module.rules = config.module.rules.filter(Boolean)  config.plugins.push(  new webpack.DefinePlugin({ \_\_DEV\_\_: env !== 'production' })  )  return config } |

### Using existing packages

#### React native web

<https://github.com/necolas/react-native-web>

#### Unit and UI Testing

<https://www.npmjs.com/package/jest-cucumber>

<https://jestjs.io/docs/en/tutorial-react>

#### React-native elements

React-native elements is a lightweight UI-framework library for react-native which is also compatible with react native web. It provides equivalent substitutes for many react-native components such as Buttons, Images, Inputs, and more. The full list of components can be viewed [here](https://react-native-elements.github.io/react-native-elements/docs/overview.html).

Here is an example of how to use a react-native-element button.

import { Button } from 'react-native-elements';

<Button

title="Outline button"

type="outline"

/>

#### Material UI

Material UI is another UI framework library. It is based on material design which was developed by Google. It’s a great tool to create consistent appearances across web and mobile applications. It comes with more advanced controls, such as DatePicker, AutoComplete, Pagination, and more. The full documentation is available [here](https://material-ui.com/).

import { Rating } from '@material-ui/lab';

<Rating name="half-rating" defaultValue={2.5} precision={0.5} />

#### React-native-vector-icons

React-native-vector-icons provides vector icons from popular css libraries such as font-awesome, foundation, material icons, and more. The advantage of using vector icons instead of images is that they are much smaller in size, have adjustable color, and can be scaled to any size without loss of quality. Here is an example of using the search icon from font awesome.

import Icon from "react-native-vector-icons/FontAwesome";

<Icon name="search" size={12} color="white"></Icon>

To use a different icon, you just replace the icon name with the icon you want. I use the following process to find the icon I want. I’m using font-awesome as an example but you use the same approach for any other css library.

1. Search for the icon I want on [font awesome’s](https://fontawesome.com/icons?d=gallery) home page.
2. Write down or take note of the icon name.
3. Verify that the same icon name is contained in [this](https://github.com/oblador/react-native-vector-icons/blob/master/glyphmaps/FontAwesome.json) file.

### Coding Best Practices

#### Using images and other assets

When using a local image, make sure the image is placed in the asset folder of the current feature / block.

![](data:image/png;base64,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)

Next, you want to import the image like this:

const imgPasswordVisible = require("./assets/ic\_password\_visible.png");

And here’s how to use the imported image

<Image source={imgPasswordVisible}/>

#### Creating a custom component vs using existing one

To avoid reinventing the wheel, and to keep our styles consistent, it’s best to first check if a component already exists before creating a new one. You may find what you need as either a block or a component.

If you don’t find what you need in the project, the next step is to look at our UI frameworks for a compatible component. For web, check out [react-native-elements](https://react-native-elements.github.io/react-native-elements/docs/overview.html) and [material-ui](https://material-ui.com/getting-started/installation/), and for mobile, check out [react-native](https://reactnative.dev/docs/components-and-apis#basic-components) components.

When you create the component, try to make it as generic as possible so that it can be used by other developers in the future. An example would be to pass in properties and event handlers via props instead of hard-coding them within the custom component.

#### Putting string into config files

When creating blocks, it’s a good idea to retrieve variable names, buttons, from config files instead of hard-coding them.

#### Using Stylesheet.Create vs external .css file

When building in React native components, the convention is to create a styles object using Stylesheet.create() and apply the style by passing it in through the style prop. Here is an example:

import { View, StyleSheet } from "react-native";

const styles = StyleSheet.create({

booking\_container: {

position: "absolute",

backgroundColor: "white",

width: "auto",

bottom: 24,

top: 10,

left: 10,

zIndex: 10

},

<View style={styles.booking\_container}>

If you try to use an html component such as a div with the stylesheet object, you will get errors. For example, the following code won’t work:

<div style={styles.booking\_container}></div>

You have two options:

1. Use an inline style such like this:

<div

style={{

position: "absolute",

}}

></div>

1. Import an external stylesheet and apply className attribute and use it as you would a regular css class.

import "./assets/SearchPanel.css";

<div className="booking\_container"></div>

#### Styling blocks - Using flexbox

Because blocks need to work on a variety of different screen sizes and platforms, the layout needs to be flexible and responsive. CSS Flexbox, introduced in 2008 still remains one of the best tools for solving this type of challenge.

In a nutshell, flexbox gives you unprecedented control in centering elements, aligning items, without writing complicated css, and is nearly universally supported in all modern browsers.

I will not go into detail about using flexbox in this guide but I will provide the following resources.

<https://cvan.io/flexboxin5/> is a sandbox where you can arrange elements as you would like to have them on your page and then copy the generated css to your block.

If you are using React-Native style css, you can coy and paste your code to this site to convert to the JSX version: <https://staxmanade.com/CssToReact/>

#### Eslint

Linting is the process of running a program that analyzes your code for programmatic and stylistic errors. A linting tool, or a linter, marks or flags any potential errors in your code such as syntax errors or incorrectly spelled variable names. This can save time and help you write better code. Eslint is one implementation of eslint and it’s one of the tools we use to ensure code quality.

You may run **yarn lint** at any point to see the lint errors and most should be simple to fix. However, there may be some cases where there is a good reason to keep the code with the lint error is actually preferred. In this case, you may tell eslint to ignore the error by adding this one-liner just above the offending code.

For example:

// eslint-disable-next-line react-native/no-inline-styles

The first part - **eslint-disable-next-line** tells eslint to ignore the next line and the second part - **react-native/no-inline-styles** is the rule that was broken. You can find the name of the broken rule in the terminal with the other eslint error messages.

#### Typescript

Typescript is another tool we use to help ensure that we are writing code that’s well-formed. Just like Eslint, you will get errors if you write code that violates the typescript’s rules. It is strongly suggested that you heed these errors. However, there may be a few situations where it’s impossible to satisfy Typescript’s requirements, such as when a third party package doesn’t have the typescript definition files.

In this case, it is permissible to override the error by adding //@ts-ignore like this:

//@ts-ignore

import Autocomplete from "react-google-autocomplete";

#### Prettier

Prettier is an opinionated JavaScript formatter inspired by refmt with advanced support for language features from ES2017, JSX, and Flow. It removes all original styling and ensures that all outputted JavaScript conforms to a consistent style. You may read more here: <https://github.com/madskristensen/JavaScriptPrettier>

Just as as important as writing code that’s syntactically correct, is the need to write code that’s stylistically consistent. Prettier helps us do this by automatically formatting your code each time you commit. The project you will be working with will already have Prettier configured. There is nothing extra you need to do but you may notice that your code structure may change after you commit.

#### Javascript / Typescript general standards

<https://docs.google.com/document/d/1PiZu0iulehaWr6uZUotnkLcI9q4SeFL2wBU3pF9-L6s/edit>